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ABSTRACT
The inherent lack of technologies and knowledge from software
developers about the intricacies of quantum physics constitutes a
heavy hindrance in the development of correct quantum software.
Therefore, quantum computing testing techniques are currently
under heavy research. This paper proposes a new testing metric,
Gate Branch Coverage. This metric aims to provide insight into the
verification process status of quantum programs and enhance the
quantum testing process overall. Gate Branch Coverage explores
the properties of quantum controlled-type gates, measuring their
number of exercised branches during the execution of quantum
programs.
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• Software and its engineering→ Software verification and
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1 INTRODUCTION
The imminent arrival of quantum computers with universal ac-
cessibility is bound to break numerous computational constraints.
However, this advancement also presents significant challenges
across various computer science domains [30], such as software test-
ing [5, 10]. Despite the extensive exploration and proposition of ap-
proaches and tools for testing in classical computing [12–14], these
methodologies remain nascent for quantum programs [8, 16, 26].
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Software testing has emerged as a vital activity in the software
maintenance life cycle, assessing and enhancing software qual-
ity [19]. Test coverage [22, 31], a key component of testing activi-
ties, measures the extent to which a program has been exercised
and provides a percentage of the lines of code being covered. When
coverage falls short of 100%, additional tests can be designed to
target missed lines of code and improve overall coverage.

Moreover, measuring test coverage serves various purposes in en-
hancing the testing process. It provides insights into the verification
process’s status, identifies uncovered areas, and aids in activities
such as regression testing [14], test case prioritization [24], and test
suite augmentation [20]. Test coverage measurement and analysis
for classical software has been the subject of heavy research [21]
and has been applied to quantum software as is [8, 26, 28].

In this paper, we propose a novel coverage metric tailored for
quantum programs named Gate Branch Coverage (GBC). Leverag-
ing the idea of gate branches [15] for quantum controlled-type gates,
we formally define how to calculate GBC for any given quantum
program. Also, to obtain its GBC, we illustrate how to instrument a
QASM [4] program, the quantum equivalent to classical Assembly
utilized by most quantum frameworks to execute quantum circuits.

We argue and demonstrate how GBC can provide additional
insight into the verification process status of quantum programs
and enhance the quantum testing process overall. Moreover, we
show how we can improve GBC for a given quantum program.

2 BACKGROUND
Quantum frameworks (e.g., IBM’s Qiskit [1] and Google’s Cirq [6])
provide libraries for the creation and manipulation of quantum cir-
cuits. These frameworks provide us with the means to execute quan-
tum circuits using a simulator or a quantum computer. Currently,
given the difficult access and highly volatile nature of quantum
computers, it is preferable to use simulators as the default backend
for quantum circuit execution.

QASM [4], the quantum low-level language equivalent to As-
sembly for classical programs, is the language used by quantum
computers or simulators to execute a quantum circuit and is uni-
versally used in many frameworks (e.g., IBM’s Qiskit and Google’s
Cirq). Therefore, the metric we propose is tailored to instrument
QASM programs and can be used in all QASM-based frameworks.

There are two ways to build a quantum circuit in these frame-
works: (1) building the circuit in a high-level language (i.e., usually
Python) and use the frameworks’ transpiler that transforms the
high-level code to QASM [4] or (2) building the circuit in a QASM
file and import this file as a circuit to a high-level language program.
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1 OPENQASM 2.0;
2 include "qelib1.inc";
3 qreg q[2];
4 creg c[2];
5 cx q[0], q[1];
6 measure q[0] -> c[0];
7 measure q[1] -> c[1];

Figure 1: Motivational example quantum circuit.

In quantum computing, circuit operations are defined as gates.
Many types of gates exist that perform distinct operations. For this
work, we look into controlled-type gates. Controlled-type gates are
multi-qubit gates that perform some operation (depending on the
gate used) on one target qubit depending on the value of the control
qubit(s). There are many types of gates in quantum computing that
can be controlled [2]:

• Pauli Gates (i.e., Controlled-Not (cx), Controlled-Y (cy), Controlled-
Z (cz), Controlled-H (ch))

• Rotation Gates (i.e., Controlled-r-z (crz), Controlled-r-x (crx),
Controlled-r-y (cry))

• Phase Gates (i.e., Controlled-p (cp))
• U gates (i.e., Controlled-u (cu))

As we already stated, these types of gates can either perform
some operation or not. This property effectively means that a
controlled-type gate can follow two different branches: one where
some gate operation is performed onto the target qubit, and another
where nothing happens.

3 GATE BRANCH COVERAGE
3.1 Motivational Example
We present a motivational example in Figure 1 to better visualize
and understand how controlled-type gates function. Lines 3 and 4
define a quantum and classical register with two qubits and bits,
respectively. Line 5 applies a Controlled-Not gate with q[0] as the
control qubit and q[1] as the target. Finally, we measure both qubits
in lines 6 and 7. This quantum circuit can be translated into the flow
graph presented in Figure 2. Recall that QASM circuits are executed
sequentially, meaning that every line in the circuit will always be
executed, which, from a classical point of view, signifies that the
circuit in Figure 1 is always 100% covered. However, in Figure 2, the
Controlled-Not box depicted in red divides the flow of the program
through two branches. The value of the control qubit is calculated
in the yellow box. If the control qubit equals 1, the gate follows the
green branch and flips the target qubit’s value by applying the Not
gate (x). Otherwise, it follows the blue branch and proceeds to the
next step of the circuit. Note that all controlled-type gates behave
this way; only two aspects differ from gate to gate: (1) the operation
performed in the green box and (2) the number of control qubits of
the gate. For each control qubit, the equivalent number of yellow
boxes will be present (with one being the minimum, as shown in
Figure 2), and only if all of them equal 1 is the operation in green
performed.

3.2 Formal Definition
We propose Gate Branch Coverage (GBC), a new metric tailored
for quantum programs to measure the coverage of controlled-type
gates branches. Formally, we define GBC as follows,

qreg q[2]

creg c[2]

True False

q[0] == 1

x q[1]

measure q[0] -> c[0]

measure q[1] -> c[1]

cx q[0], q[1]

Figure 2: Flow graph of the motivational example in Figure 1.

𝐺𝐵𝐶 (𝐺) =
∑
𝑔∈𝐺 𝑒 (𝑔)∑

𝑔∈𝐺 1 + 𝑐 (𝑔) ∗ 100% (1)

where 𝐺 is the set of controlled-type gates of the program, 𝑒 (𝑔) is
the number of exercised branches of gate 𝑔, and 𝑐 (𝑔) is the number
of control qubits of gate 𝑔. The computation of 𝑒 (𝑔) is described in
Section 3.3.

3.3 Implementation
One of the main properties of quantum computing is superposition
(i.e., a qubit can simultaneously be in both states 0 and 1 and its
result collapses to either one upon measurement). This property
completely nullifies the ability of a developer to inspect a program
during runtime without ruining its result. Therefore, to obtain 𝑒 (𝑔)
to calculate the GBC of a given quantum circuit, it is required to add
two lines of code and alter another two per controlled-type gate to
the quantum circuit. This instrumentation presented in Figure 3 is
detailed below:

(1) One extra qubit to the quantum register (line 3), used to store
the value of the control qubit. Note that qubits are initialized
in state 0.

(2) One bit to the classical register (line 4), used to store the
measurement of the control qubit (i.e., the branch which the
Controlled-Not gate passed through).
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1 OPENQASM 2.0;
2 include "qelib1.inc";
3 qreg q[3];
4 creg c[3];
5 cx q[0], q[1];
6 cx q[0], q[2];
7 measure q[2] -> c[2];
8 measure q[0] -> c[0];
9 measure q[1] -> c[1];

Figure 3: Motivational example from Figure 1 instrumented
with the implementation described in Section 3.3.

(3) One Controlled-Not gate (line 6), used to flip to the opposite
state our additional qubit and, therefore, get the branch un-
dertaken by the control qubit. This means that if the measure-
ment of our additional qubit is 0 (i.e., it remained unchanged)
then, from Figure 2, we can say that the blue branch was
taken; otherwise, the green branch was taken.

(4) One measurement operation (line 7), used to measure our
additional qubit.

After instrumenting ourmotivational examplewith these changes,
we executed both circuits to calculate the circuit’s GBC. Note that
to execute all our circuit examples, we used the qasm-simulator
backend in the publicly accessible IBM Quantum Platform web
interface1. Executing them 1000 times each we obtain 1000 mea-
surements of states 00 and 000, respectively. These results are to
be expected, given that we kept the initial values of both qubits
(i.e., 00), the controlled-not gate in line 5 (Figures 1 and 3) took
the blue branch (Figure 2). The first qubit in 000 informs us that
the execution went through the blue branch. Since this is the only
measurement output our program recorded, this means the blue
branch was executed 100% of the times. Considering that only one
controlled-type gate with one control qubit (i.e., 𝑐 (𝑔) = 1) was
present in our motivational example, and that only one branch was
exercised (i.e., 𝑒 (𝑔) = 1), using Equation (1) we calculate the GBC
of Figure 1 as 1

1+1 ∗ 100 = 50%.

3.4 Improving GBC Score
Classically, to improve test coverage we would augment the pro-
gram’s test suite. In quantum computing this can also be done. In
this case, we can initialize qubits with a different state until the
GBC is improved; this would be the equivalent of performing fuzz
testing [17] in the classical world but applied to quantum programs.
Note that fuzzing on quantum programs has already been done
and proved effective by Wang et al. [25]. Furthermore, QuraTest,
a quantum input generation tool, was recently published by Ye
et al. [29], which we use to generate the inputs in lines 5 and 6 of
Figure 4.

After adding these inputs to the original example (Figure 1) and
its instrumented version in Figure 3 (the result is shown in Figure 4),
executing both circuits yielded the results presented in Figure 5.
Figures 5a and 5b show the results for each circuit, respectively. This
time we obtained four distinct measurement outputs: 00, 01, 10, and
11. The instrumented circuit informs us that the blue branch was
executed 908 times (464+307+137) and the green branch 92 times.
Note that the executions of Figures 5a and 5b yielded different yet
1https://quantum.ibm.com/composer/.

1 OPENQASM 2.0;
2 include "qelib1.inc";
3 qreg q[3];
4 creg c[3];
5 u( -0.9709814728188881 ,7.895822393995231 ,0) q[0];
6 u(1.4095460539185645 ,0 , -3.1088748636690364) q[1];
7 cx q[0], q[1];
8 cx q[0], q[2];
9 measure q[2] -> c[2];
10 measure q[0] -> c[0];
11 measure q[1] -> c[1];

Figure 4: Motivational example from Figure 3 with inputs
generated by QuraTest [29].
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Figure 5: Circuit output of the motivational example in Fig-
ure 1 with the inputs used in Figure 4, and circuit output of
the motivational example in Figure 4.

similar results. This is to be expected given the probabilistic nature
of quantum programs. Given that both branches were taken during
execution, the GBC score of Figure 4 is 100%.

4 RELATEDWORK
Quantum software testing is an emerging field still in its infancy [10,
30]. de la Barrera et al. [5], Zhao [30] present current debugging
and testing of quantum software research progress in their works.
A common practice has been applying well-established classical
testing approaches to quantum computing. Wang et al. [25] devel-
oped QuanFuzz, a fuzz testing approach to generate test cases for
quantum programs, QuCAT [28], a combinatorial testing approach
that utilizes various inputs to generate test suites with the intent to
maximize the number of failing tests. Both these techniques could
potentially be used to increase GBC score. Additionally, Wang et al.
[27] present QuSBT, a test generation tool for quantum programs
that uses an evolutionary algorithm to search for the maximum set
of tests that reveal faults.

Kumar [15] applied cyclomatic complexity [18], a quantitative
metric for finding the number of branches in a control flow graph,
to quantum circuits. The author formally defines how to calculate
the number of branches of a given control flow graph of a quantum
circuit. While cyclomatic complexity measures the complexity of
the code structure itself, GBC measures how well the quantum
circuit has been tested. They are related in the sense that reducing
cyclomatic complexity can often lead to code that is easier to test
and understand, potentially increasing GBC, but they are not di-
rectly interchangeable metrics. It is generally beneficial to strive
for both low cyclomatic complexity and high GBC to improve code
quality and reliability.

https://quantum.ibm.com/composer/
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5 CONCLUSION AND FUTUREWORK
In this paper, we proposed Gate Branch Coverage (GBC), a new
metric tailored for quantum circuits. We formally define how to
calculate the GBC of a given quantum circuit and illustrate with a
simple example how to instrument a quantum circuit to compute
its GBC. We show how to improve the GBC of a given program
and how it can help provide additional information for developers
during the verification process of a quantum program and enhance
their quantum testing process.

For future work, we intend to perform a large-scale study on a
larger sample of quantum programs. Quantum benchmarks such as
Veri-Q [3] provide an extensive number of implementations of some
of the most famous quantum algorithms, such as Shor’s [23] and
Grover’s [11]. Furthermore, we also intend to investigate whether
there is any correlation between GBC and, for instance, mutation
score [7–9].
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